Integration of relations with conflicting schema structures in heterogeneous database systems
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Abstract

Schema integration is an important discipline for constructing a heterogeneous database system, since there exists various semantic discrepancies among local schemas. However, prior works rarely address the problems of integrating local relations with conflicts of different schema structures. In this paper, we propose an approach for the integration of local relations with such conflicts. In our approach, we define some auxiliary data called metadata for local schemas. The relations can be classified into some classes according to the metadata. The local relations with conflicts of different schema structures are respectively transformed to new relations with the same structure. Finally, we integrate these new relations. We also explore the query decomposition process for global queries. A global query is decomposed into many local queries according to the local schemas’ structures. The results of the local queries will be sent to the global site. Finally, the global site integrates the local results into a new one and poses the global query on the integrated result again to get the final result. Since this process filters out unnecessary data in each local site, it can also be regarded as an important work for global query optimization.

Keywords: Heterogeneous database systems; Schema integration; Metadata; Query decomposition; Global query optimization

1. Introduction

The advance in communication and database technologies has changed the data processing capabilities tremendously. The proliferation of independent databases in a distributed environment implies that, for effective information sharing, an increasing number of applications are required to
access and derive data from multiple independent databases. However, for independent databases, the data sources are created and developed independently; that is, they are pre-existing in an uncoordinated way without the consideration of future integration with other databases.

To derive data in such a heterogeneous database environment, prior works can be classified into two general approaches. One is to provide a global schema for the independent databases by integrating their schemas. Dayal and Hwang [10] and Motro [24] adopted this approach based on functional models, while Breitbart et al. [4] and Deen et al. [11] were based on relational models. Another variation of this approach does not require the creation of a global schema. On the other hand, for each application, the database administrator creates a schema describing only data that the application may access in the local databases. This type of system is also called a federated database system [14,15,16]. For a comprehensive survey of methodologies developed for schema integration, the gentle reader is referred to [1,3,6,17,19].

The other approach is by providing users a multidatabase query language. Users refer to the schemas and pose their queries against these schemas using the multidatabase query language. Litwin et al. [22,23] and Czejdo et al. [8] fell into this category. A multidatabase query language provides basic language constructs that allow users to issue queries across multiple database systems with heterogeneities. Grant et al. [13] has proposed a theoretical foundation for such languages by extending the relational algebra and calculus to a multi-relational algebra and calculus. In the following, heterogeneous database systems and multidatabase systems will be used interchangeably.

The schema integration process may present a large number of problems caused by various aspects of semantic discrepancy and design autonomy. Prior works of schema integration usually focus on resolving the incompatibility problems that may exist in different databases for semantically-related data [5].

In [18], schematic and data heterogeneity in heterogeneous database systems are systematically classified. Reddy et al. [25] also proposes a classification scheme for various kinds of semantic incompatibilities and data inconsistencies and presents a methodology that covers both schema integration and database integration. Moreover, Lee et al. [21] establishes a similar classification and proposes a way of optimizing multidatabase queries which takes advantage of the conflicts of schemas in searching for the execution plan with the least execution cost.

In this paper, we adopt the classification scheme proposed by Lee et al. [21], which categorizes the types of conflicts as follows.

1. **Value-to-value conflicts**: These conflicts occur when databases use different representations for the same data. This type of conflict can be further distinguished into the following types:
   - *Data representation conflicts*: These conflicts occur when semantically related data items are represented in different data types.
   - *Data scaling conflicts*: These conflicts occur when semantically related data items are represented in different databases using different units of measure.
   - *Inconsistent data*: These conflicts occur when semantically related attributes for the same entity have different definite data values in different databases. Agarwal et al. [2] present a good work on addressing the problem of dealing with data inconsistencies while integrating data sets derived from multiple autonomous relational databases.

2. **Value-to-attribute conflicts**: These conflicts occur when the same information is expressed as attribute values in one database and as attribute names in another database.
(3) **Value-to-table conflicts:** These conflicts occur when the attribute values in one database are expressed as table names in another database.

(4) **Attribute-to-attribute conflicts:** This occurs when semantically-related data items are named differently or semantically unrelated data items are named equivalently. The former case is also called *synonyms* and the latter case *homonyms* [25]. Some classification schemes call both cases naming conflicts.

(5) **Attribute-to-table conflicts:** These conflicts occur if an attribute name of a table in a database is represented as a table name in another database.

(6) **Table-to-table conflicts:** These conflicts occur when information of a set of semantically equivalent tables are represented in a different number of tables in another database. When integrating relations with such conflicts into a global relation, null values are usually generated. Such phenomenon is also called *missing data*.

These types of conflict can be further partitioned into the following two categories:

(1) **Conflicts of similar schema structures:** This category includes value-to-value conflicts, attribute-to-attribute conflicts, and table-to-table conflicts.

(2) **Conflicts of different schema structures:** This category includes value-to-attribute conflicts, value-to-table conflicts, and attribute-to-table conflicts.

For tables with conflicts of similar schema structures, an outerjoin operation [9] is usually employed to integrate the tables into a unified one. DeMichiel [12] has shown that some imprecise data, called *partial values*, may be derived due to scaling conflicts. We have also established some related result regarding the incompatibility problems and partial values. We developed some efficient algorithms to evaluate relational operations over partial values [7,28,29]. Besides, we generalized partial values into *probabilistic partial values* and proposed a general methodology to integrate relations with conflicts of similar schema structures [31]. Some properties that can be employed to refine partial values into more informative ones or even definite values were also being studied [30].

However, for the integration of tables with conflicts of different schema structures, most of the studies did not take into account the value-to-attribute conflicts, value-to-table conflicts, or attribute-to-table conflicts. In [20], Krishnamurthy et al. advocates some language features of a multidatabase query language should be added to cover these types of conflicts. In the following, we call such conflicts of different schema structures **structural conflict**—corresponding to tables with value-to-attribute conflicts, value-to-table conflicts, and attribute-to-table conflicts.

In this paper, we propose an approach to integrating tables with structural conflict. The problem can be informally stated as follows. The *domain* of an attribute of a table in Database A may be represented as a subset of the *attribute set* of another table in Database B, or in turn be a *set of table names* in Database C. To solve such structural conflict, Krishnamurthy et al. [20] has established the necessary language features for a multidatabase query language. Such approach conforms to the second aforementioned approach. In the following, we will resolve such problem through the other approach—the global schema approach. Our work proposes an integration process that integrates relations of structural conflict into a unified global schema. Besides, we also present the query decomposition rules for various situations.

In the rest of this paper, we will define three types of structural conflict in Section 2. Section 3 presents our integration process. Section 4 is devoted to the query decomposition rules. Finally, we conclude and present our future work in Section 5.
2. The problem of structural conflict

2.1. An example for informal illustrations

For a comprehensive presentation, we first give an example to demonstrate the problem of structural conflict. Then, we will define three types of structural conflict.

Example 2.1. Fig. 1 shows three databases containing the information for global stock markets. For the relation B in Site 2, suppose the attribute values of Tokyo, HongKong, Taipei, and NewYork in a record represent their index numbers of a date, respectively.

Although the three databases contain semantically equivalent data with respect to dates, cities and the index numbers, they appear to be in conflicting schema structures. The domain of A.city in Site 1 is represented as a subset of the attribute set of the relation B in Site 2. However, it is further represented as the set of relation names in Site 3. Such heterogeneity occurs when different databases are designed by different designers or by different considerations.

2.2. Metadata

Our schema integration process utilizes the semantic knowledge of all local schemas, which is called the metadata and should be prepared before integration. For a local relation, the metadata consist of the following components:

(1) The domain of each attribute: We use \( \text{Dom}(A) = D \) to denote the domain of attribute \( A \) is \( D \).

(2) The semantic description of each attribute: Ensuring autonomous systems to agree on the meaning of their exchanged data is not a trivial task. Semantic description often depends on

\[
\begin{array}{|c|c|c|c|}
\hline
\text{date} & \text{city} & \text{index} & \text{currency} \\
\hline
10/5/92 & Tokyo & 24312 & Yen \\
10/5/92 & HongKong & 3418 & HK$ \\
10/5/92 & Taipei & 3840 & NT$ \\
10/6/92 & Tokyo & 24420 & Yen \\
10/6/92 & HongKong & 3431 & HK$ \\
10/6/92 & Taipei & 3852 & NK$ \\
\hline
\end{array}
\]

Site 1

\[
\begin{array}{|c|c|c|c|c|}
\hline
\text{date} & \text{Tokyo} & \text{HongKong} & \text{Taipei} & \text{NewYork} \\
\hline
10/5/92 & 24312 & 3418 & 3840 & 2579 \\
10/6/92 & 24420 & 3431 & 3852 & 2584 \\
\hline
\end{array}
\]

Site 2

\[
\begin{array}{|c|c|c|}
\hline
\text{date} & \text{index} & \text{quantity} \\
\hline
10/5/92 & 24312 & 568 \\
10/6/92 & 24420 & 627 \\
\hline
\end{array}
\quad
\begin{array}{|c|c|c|}
\hline
\text{date} & \text{index} & \text{quantity} \\
\hline
10/5/92 & 3418 & 76 \\
10/6/92 & 3431 & 64 \\
\hline
\end{array}
\quad
\begin{array}{|c|c|c|}
\hline
\text{date} & \text{index} & \text{quantity} \\
\hline
10/5/92 & 3840 & 135 \\
10/6/92 & 3852 & 214 \\
\hline
\end{array}
\]

Site 3

Fig. 1. Three stock databases for Example 2.1.
context information, the database origin, the application, and so forth. We think how to formulate semantic information to facilitate interoperability among heterogeneous database systems is beyond the scope of our work. A very good formulation of such task has already been established by Sciore et al. [26]. They advocate context information, which is regarded as a metadata, must be an active component of information systems. The foundation of their work is based on the concept of a semantic value, which is defined to be a piece of data together with its associated context. To convert a semantic value from one context to another, conversion functions are employed.

To focus our discussion, we use a more simplistic notation adopted from [27]

\[ \text{Des}(A) = \{S_1, S_2, \ldots, S_n\}, \]

to denote the necessary descriptions (for schema integration) and to supply the semantics of attribute \( A \), where \( S_i \) is called the primary description. It is the ‘actual’ meaning of the attribute values. (Since an attribute name may be just an abbreviation or something not self-explanatory.) The others following the primary description are called the auxiliary descriptions. They are used to supply auxiliary information of attribute \( A \). For example, if the ‘actual’ meaning of an attribute \( A \) is ‘amount of money’, then there may be an auxiliary description which represents ‘unit of currency’. If there is no need of such primary description, then \( S_i \) is replaced by an asterisk. For simplicity, we will use \( \text{Des}^*(A) \) to denote the primary description of attribute \( A \) in the following (i.e. for the above example, \( \text{Des}^*(A) = S_1 \)). Note that if the semantics of an attribute \( A \) is clear enough and needs no more descriptions, then \( \text{Des}(A) = \emptyset \).

In Example 2.1, the domains of all involved attributes of each site are shown in Fig. 2, respectively. Besides, the semantic descriptions of each attribute are listed in Fig. 3, respectively. For example, in Fig. 3

\[ \text{Des}(Tokyo) = \{\text{Index, Yen}\} \]

means ‘Tokyo’ represents Tokyo’s index number and its currency is Yen. Note that the semantics of the attribute date is clear enough. Therefore, its semantic description is \( \emptyset \).

A primary description should be consistent with the naming (i.e. attribute names or relation names) of the other semantically related data located in the other sites. This is similar to resolving the naming conflicts (see Section 1) and should be determined manually.

Site 1:
- \( \text{Dom(date)} = \{10/5/92 - 10/6/92\} \)
- \( \text{Dom(index)} = \{0 - 100000\} \)
- \( \text{Dom(city)} = \{\text{Tokyo, HongKong, Taipei, NewYork}\} \)
- \( \text{Dom(currency)} = \{\text{US$, Yen, HK$, NT$}\} \)

Site 2:
- \( \text{Dom(date)} = \{10/5/92 - 10/6/92\} \)
- \( \text{Dom(Tokyo)} = \text{Dom(HongKong)} = \text{Dom(Taipei)} = \text{Dom(NewYork)} = \{0 - 100000\} \)
- \( \text{Dom(quantity)} = \{0 - 10000\} \)

Site 3:
- \( \text{Dom(date)} = \{10/5/92 - 10/6/92\} \)
- \( \text{Dom(index)} = \{0 - 100000\} \)
- \( \text{Dom(quantity)} = \{0 - 10000\} \)

Fig. 2. The domains of all the attributes in Example 2.1.
Fig. 3. The semantic descriptions of all the attributes in Example 2.1.

In the following, we should ignore the resolutions for the conflicts of similar schema structures addressed in Section 1 and focus on resolving the structural conflict problem. We have proposed a general approach to resolving the conflicts of similar schema structures in [31].

2.3. Three types of structural conflict

In this section, three types of structural conflict are defined. We first define the following notations:
(1) $\text{Sch}(R)$ is used to represent the attribute set of a relation $R$.
(2) For two attributes $A$ and $B$, we say $A$ and $B$ are semantically equivalent, denoted $A \leftrightarrow B$, if and only if
\[
(A = B) \lor (A = \text{Des}(B)) \lor (B = \text{Des}(A)) \lor (\text{Des}(A) = \text{Des}(B)).
\]

Definition 2.1. For two distinct relations $R$ and $S$, we define they belong to Type-1 structural conflict if and only if:
\[
\exists x \in \text{Sch}(R)((\text{Dom}(x) \cap \text{Sch}(S) \neq \emptyset) \land (\exists r \in \text{Sch}(R) - \{x\})(\exists s \in \text{Sch}(S) - \text{Dom}(x))(\forall y \in \text{Sch}(S) \cap \text{Dom}(x))(\exists z \in \text{Sch}(R) - \{x\})(y \leftrightarrow z)).
\]

In Example 2.1, the relations $A$ in Site 1 and $B$ in Site 2 belong to Type-1 structural conflict, since:
(1) the schema of $A$ contains attribute $\text{city}$, such that $\text{Dom}(\text{city}) \cap \text{Sch}(B) \neq \emptyset$,
(2) both $A$ and $B$ contain the same attribute $\text{date}$, and
(3) for each element, say $E$, in $\text{Sch}(B) \cap \text{Dom}(\text{city}) = \{\text{Tokyo, HongKong, Taipei, NewYork}\}$
there exists an attribute $\text{index}$ in $A$, such that $E$ is semantically equivalent to $\text{index}$.

Definition 2.2. For two distinct relations $R$ and $S$, we define they belong to Type-2 structural conflict if and only if:
\[
\exists x \in \text{Sch}(R)(\exists s \in \text{Dom}(x))((\exists r \in \text{Sch}(R) - \{x\})(\exists s \in \text{Sch}(S))(r \leftrightarrow s)).
\]

In Example 2.1, the relation $A$ in Site 1 and any of the relations in Site 3 belong to Type-2 structural conflict, since:
(1) there exists an attribute $\text{city}$ in $A$ such that the set of relation names in Site 3 $\{\text{Tokyo, HongKong, Taipei}\} \subseteq \text{Dom}(\text{city}),$
(2) there exists an attribute date in relation A and any of the relations in Site 3.

**Definition 2.3.** For two distinct relations R and S, we define they belong to *Type-3 structural conflict* if and only if:

\[
(S \in Sch(R)) \land \left( \exists r \in Sch(R) \right) \left( \exists s \in Sch(S) \right) (r \leftrightarrow s) \\
\land \left( \exists y \in Sch(R) \right) \left( \exists z \in Sch(S) \right) (y = S \land y \leftrightarrow z).
\]

In Example 2.1, the relation B and any of the relations in Site 3 belong to Type-3 structural conflict, since:

1. all the relation names of Site 3 are in Sch(B),
2. there exists an attribute date in B and any of the relations in Site 3,
3. for all the relations in Site 3, there exist an attribute index in their attribute sets, such that, for all the attributes Tokyo, HongKong and Taipei of relation B, index \( \leftrightarrow \) Tokyo, index \( \leftrightarrow \) HongKong and index \( \leftrightarrow \) Taipei.

### 3. Transformation procedures for relations with conflicting schema structures

For the three types of structural conflict, we develop three procedures to transform relations with conflicting schema structures to a common one for integration.

#### 3.1. Transformation procedure for type-1 structural conflict

For two relations R and S in Type-1 structural conflict, we know that an R’s domain element is in the attribute set of S. Our procedure will transform relation S into a new one S’, such that S’ have the same structure with R. The formal procedure is as follows.

**Procedure 1.** *Type-1 transformation procedure:*

**Input:** Two relations, R and S, in Type-1 structural conflict.

**Output:** A new version of S, S’, which has the same structure with R.

1. For \( x \in Sch(R) \), such that \( Dom(x) \cap Sch(S) \neq \emptyset \), let \( Dom(x) \cap Sch(S) = \{ t_1, t_2, \ldots, t_k \} \).
2. Split S into k relations, \( S_1, S_2, \ldots, S_k \), where:
   - \( S_i = t_i \),
   - \( Sch(S_i) = Sch(S) - [Dom(x) \cap Sch(S)] \cup \{ Des^*(t_i) \} \),
   - \( Dom(Des^*(t_i)) = Dom(t_i) \), and
   - \( Des^*(Des^*(t_i)) = '*' \), for \( i = 1, 2, \ldots, k \).
   That is, attribute \( t_i \) will be substituted by its primary description and the substituted attribute’s primary description is changed to ‘*’.
3. \( Sch(S_i) \leftarrow Sch(S_i) \cup \{ x \} \), where \( Dom(x) = \{ S_i \} \), for \( i = 1, 2, \ldots, k \).
4. \( S' \leftarrow \bigcup_{i=1}^{k} S_i \).

**Example 3.1.** For the relations A and B in Example 2.1, we transform B into B’ as Fig. 4 illustrates.
3.2. Transformation procedure for Type-2 structural conflict

For two relations $R$ and $S$ in Type-2 structural conflict, we know that $S$’s relation name is a domain element of one of $R$’s attributes. Our procedure will transform $S$ into a new one $S'$, such that $S'$ and $R$ have the same structure. The formal procedure is as follows. If there are many $S_i$ differ from $R$ with structures in Type-2, our procedure will transform these relations at one time.

**Procedure 2.** *Type-2 transformation procedure:*

**Input:** Relations, $R$ and $S_i$, $1 \leq i \leq n$, where $R$ and each $S_i$ are in Type-2 structural conflict.

**Output:** A single relation $S'$, which is composed of all data of $S_i$, $1 \leq i \leq n$, and has the same structure with $R$. 

---

**Fig. 4.** Type-1 transformation example.
(1) Let \( x \in Sch(R) \), such that \( S_i \in Dom(x) \), \( i = 1, 2, \ldots, n \).
(2) \( Sch(S_i) \leftarrow Sch(S_i) \cup \{x\} \), where \( Dom(x) = \{S_i\} \), for \( i = 1, 2, \ldots, n \).
(3) \( S' \leftarrow \bigcup_{i=1}^{n} S_i \).

**Example 3.2.** For the relation \( A \) and those relations in Site 3 in Example 2.1, we transform the relations in Site 3 as Fig. 5 illustrates. Notice that although \( S' \) has a different attribute from that of \( A \), \( A \) and \( S' \) can be integrated by an 'outerjoin' operation [9]. Please refer to [31] for more details.

3.3. Transformation procedure for Type-3 structural conflict

For two relations \( R \) and \( S \) in Type-3 structural conflict, we know that \( S \)'s relation name is an attribute name of \( R \). Our procedure will transform \( R \) into a set of relations \( R_j \), such that each pair of \( R_j \) and \( S \) have the same structure. If there are many \( S_i \) different from \( R \) with structures in Type-3, our procedure will transform these relations at one time. The formal procedure is as follows.

<p>| | | | |</p>
<table>
<thead>
<tr>
<th></th>
<th></th>
<th></th>
<th></th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td><strong>Tokyo</strong></td>
<td><strong>HongKong</strong></td>
<td><strong>Taipei</strong></td>
</tr>
<tr>
<td></td>
<td>date</td>
<td>index</td>
<td>quantity</td>
</tr>
<tr>
<td>---</td>
<td>------</td>
<td>-------</td>
<td>----------</td>
</tr>
<tr>
<td></td>
<td>10/5/92</td>
<td>24312</td>
<td>568 Tokyo</td>
</tr>
<tr>
<td></td>
<td>10/6/92</td>
<td>24420</td>
<td>627 Tokyo</td>
</tr>
<tr>
<td></td>
<td>10/5/92</td>
<td>3418</td>
<td>76 HongKong</td>
</tr>
<tr>
<td></td>
<td>10/6/92</td>
<td>3431</td>
<td>64 HongKong</td>
</tr>
<tr>
<td></td>
<td>10/5/92</td>
<td>3840</td>
<td>135 Taipei</td>
</tr>
<tr>
<td></td>
<td>10/6/92</td>
<td>3852</td>
<td>214 Taipei</td>
</tr>
</tbody>
</table>

(a) Original Relations in Site 3.

<p>| | | | |</p>
<table>
<thead>
<tr>
<th></th>
<th></th>
<th></th>
<th></th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td><strong>Tokyo</strong></td>
<td><strong>HongKong</strong></td>
<td><strong>Taipei</strong></td>
</tr>
<tr>
<td></td>
<td>date</td>
<td>index</td>
<td>quantity</td>
</tr>
<tr>
<td>---</td>
<td>------</td>
<td>-------</td>
<td>----------</td>
</tr>
<tr>
<td></td>
<td>10/5/92</td>
<td>24312</td>
<td>568 Tokyo</td>
</tr>
<tr>
<td></td>
<td>10/6/92</td>
<td>24420</td>
<td>627 Tokyo</td>
</tr>
<tr>
<td></td>
<td>10/5/92</td>
<td>3418</td>
<td>76 HongKong</td>
</tr>
<tr>
<td></td>
<td>10/6/92</td>
<td>3431</td>
<td>64 HongKong</td>
</tr>
<tr>
<td></td>
<td>10/5/92</td>
<td>3840</td>
<td>135 Taipei</td>
</tr>
<tr>
<td></td>
<td>10/6/92</td>
<td>3852</td>
<td>214 Taipei</td>
</tr>
</tbody>
</table>

(b) Add an Attribute *city* into All the Relations in Site 3.

<p>| | | |</p>
<table>
<thead>
<tr>
<th></th>
<th></th>
<th></th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>date</td>
<td>index</td>
</tr>
<tr>
<td>---</td>
<td>------</td>
<td>-------</td>
</tr>
<tr>
<td></td>
<td>10/5/92</td>
<td>24312</td>
</tr>
<tr>
<td></td>
<td>10/6/92</td>
<td>3431</td>
</tr>
<tr>
<td></td>
<td>10/6/92</td>
<td>3840</td>
</tr>
<tr>
<td></td>
<td>10/6/92</td>
<td>24420</td>
</tr>
<tr>
<td></td>
<td>10/6/92</td>
<td>3431</td>
</tr>
<tr>
<td></td>
<td>10/6/92</td>
<td>3852</td>
</tr>
</tbody>
</table>

(c) Union These Relations into \( S' \).

Fig. 5. Type-2 transformation example.
Procedure 3. Type-3 transformation procedure:

**Input:** Relations $R$ and $S_i$, $1 \leq i \leq n$, where each pair of $R$ and $S_i$ are in Type-3 structural conflict.

**Output:** A set of relations $R_j$, $R_k$, and $S_i$ have the same structure.

1. Let $U = \text{Sch}(R) \cap \{S_1, S_2, \ldots, S_n\}$. Notice that $U$ contains a subset of $\text{Sch}(R)$ and will be employed to vertically split $R$. However, $U$ may be insufficient to split $R$ into relations with the same structure of $S_i$. That is, there may be attributes in $\text{Sch}(R)$ that have the same primary description with those in $\text{Sch}(R) \cap \{S_1, S_2, \ldots, S_n\}$, but there is no corresponding relation name in $S_i$'s site. These attributes should also be included in $U$ to split $R$ by checking if there are attributes in $\text{Sch}(R)$ that have the same primary description with those in $\text{Sch}(R) \cap \{S_1, S_2, \ldots, S_n\}$. Without loss of generality, we will assume $U$ is sufficient to split $R$ and denote $U = \{t_1, t_2, \ldots, t_k\}$ in this procedure.

2. Split $R$ into $k$ relations $\{R_1, R_2, \ldots, R_k\}$, where
   - $\text{Sch}(R_i) = (\text{Sch}(R) - U) \cup \{\text{Des}^*(t_j)\}$,
   - $\text{Dom}(\text{Des}^*(t_j)) = \text{Dom}(t_j)$, and
   - $\text{Des}^*(\text{Des}^*(t_j)) = '.*'$, $1 \leq j \leq k$.

Example 3.3. For the relation $B$ and those relations in Site 3 in Example 2.1, we transform the relation $B$ as Fig. 6 illustrates.

3.4. Transformation for three types of structural conflict

In Example 2.1, the domain of attribute city of relation $A$ (in Site 1) corresponds to a subset of relation $B$'s attribute set (in Site 2) which in turn corresponds to a set of relation names in Site 3. In the following, we denote the relation set in Site 3 as a single relation $C$ for simplicity. Besides, we regard $A$ and $B$ are in Type-1 structural conflict, $A$ and $C$ are in Type-2 structural conflict, and $B$ and $C$ are in Type-3 structural conflict.

<table>
<thead>
<tr>
<th>date</th>
<th>Tokyo</th>
<th>HongKong</th>
<th>Taipei</th>
<th>NewYork</th>
</tr>
</thead>
<tbody>
<tr>
<td>10/5/92</td>
<td>24312</td>
<td>3418</td>
<td>3840</td>
<td>2579</td>
</tr>
<tr>
<td>10/6/92</td>
<td>24420</td>
<td>3431</td>
<td>3852</td>
<td>2584</td>
</tr>
</tbody>
</table>

(a) The Original Relation $B$.

(b) $U = \text{Sch}(B) \cap \{\text{Tokyo}, \text{Taipei}, \text{HongKong}\} = \{\text{Tokyo}, \text{Taipei}, \text{HongKong}\}$.

(c) However, we found that NewYork should also be included in $U$.

<table>
<thead>
<tr>
<th>Tokyo</th>
<th>HongKong</th>
<th>Taipei</th>
<th>NewYork</th>
</tr>
</thead>
<tbody>
<tr>
<td>date</td>
<td>index</td>
<td>date</td>
<td>index</td>
</tr>
<tr>
<td>10/5/92</td>
<td>24312</td>
<td>10/5/92</td>
<td>3418</td>
</tr>
<tr>
<td>10/6/92</td>
<td>24420</td>
<td>10/6/92</td>
<td>3431</td>
</tr>
</tbody>
</table>

(d) Split $B$ into Four Subrelations.

Fig. 6. Type-3 transformation example.
By the above transformation procedures, we know that B can be transformed into A and C by Type-1 and Type-3 transformations, respectively. Besides, by Type-2 transformation, C can be transformed to A. This can be illustrated by Fig. 7.

If three types of structural conflict are present in a heterogeneous database system, our approach will choose A as the destination, then apply the above procedures to transform B and C into A, the common structure, and finally integrate them into a unified one.

**Example 3.4.** For example, in Example 2.1, since we have transformed B into B' (in Fig. 4d) and those relations in Site 3 into S' (in Fig. 5), we can integrate A, B' and S' into the global relation A_B_C depicted in Fig. 8.

Although it seems that B and C are also candidates to be the target of the transformation process, our approach will choose A (instead of B or C) as the destination. The reason is as follows. Suppose we choose B as the destination, then we will produce null values after the transformation when some tuples in A are absent (or some relations in C are absent). For illustration, if the relation A in Fig. 1 does not contain the following two tuples about the closing index in Hong Kong.

<table>
<thead>
<tr>
<th>Date</th>
<th>City</th>
<th>Index</th>
<th>Currency</th>
</tr>
</thead>
<tbody>
<tr>
<td>10/5/92</td>
<td>HongKong</td>
<td>3418</td>
<td>HK$</td>
</tr>
<tr>
<td>10/6/92</td>
<td>HongKong</td>
<td>3431</td>
<td>HK$</td>
</tr>
</tbody>
</table>

Then, after transforming A into A', a new version of A with the same structure of B, there will be null values in the attribute HongKong. As null values should be treated differently in database

![Fig. 7. A graphical illustration of three types of transformations.](image_url)

![Fig. 8. The integrated relation A_B_C for Example 2.1.](image_url)
management systems, which makes query processing more difficult and tedious, we recommend do not use B as the destination.

On the other hand, suppose we choose C as the destination, then we will decompose A (or B) into many relations like C. That makes our integration process less efficient, since the integration process is more efficient if it involves less relations. Therefore, we also recommend do not use C as the destination.

4. Query decomposition

After integrating local schemas into a global one, users can pose queries on the global schema. However, the data of the integrated schema should be derived from each local site. A brute force heterogeneous database system can acquire the whole relations from related local sites. However, such implementation suffers from its inefficiency. Therefore, we need to do global query optimization to speed up the processing speed.

That implies a query posed on a global schema should be decomposed into many local subqueries posed on their corresponding local schemas. Then, after receiving all answers from local sites, the global site integrates these answers and then pose the original global query to retrieve the desired data. This can be summarized by the following steps.

1. The global site receives a global query from an end-user.
2. It then decomposes the global query into a set of local queries and transmits each local query to its corresponding site.
3. Each local site executes the received subquery and returns the result to the global site.
4. After receiving all results of the subqueries, the global site integrates the results and poses the global query on the integrated result.
5. Finally, the query result will be presented to the end-user.

In this section, we will consider the query decomposition for three types of structural conflict. Recall that for the situation depicted in Fig. 7, we will transform the structures of B and C into that of A for further integration. That is, A’s structure is regarded as the global schema. Therefore, the query decomposition process will decompose a query posed on A’s schema structure into queries posed on the schema structures of A, B and C.

To achieve this goal, we distinguish relation A’s attributes into the following three categories:

1. **Versatile attribute.** The attribute values of this type are so versatile such that they may appear in other sites as attribute names or relation names. For example, the attribute city of relation A in Example 2.1 belongs to this category.

2. **Description attribute.** The attribute names of this type corresponds to the primary description of those attributes in \( \text{Dom}(V) \cap \text{Sch}(B) \), where V is a versatile attribute in A. For example, the attribute index of relation A belongs to this category.

3. **Non-versatile attribute.** An attribute that is not a versatile attribute nor description attribute. For example, the attribute date of relation A belongs to this category.

Based on these types of attribute, we will present the query decompositions for selection, projection and join operations in the following. Our discussion employs the situation depicted in Fig. 7.
4.1. Query decomposition for selection

To simplify our discussion, for a selection operation \( \sigma_p(R) \), where \( R \) is an integrated relation and has the similar structure with \( A \), we restrict the predicate \( P \) to involve a single attribute, say \( a \), only. Therefore, a selection in the following can be specified as \( \sigma_{p(a)}(R), P(a) \equiv a\theta d, \theta \in \{>, <, \geq, \leq, \neq, =\} \). The decomposition depends on whether the involved attribute is a versatile, a description, or a non-versatile one.

1) The involved attribute is a versatile attribute. For a global selection \( \sigma_{p(a)}(R), P \equiv a\theta d, \) if \( a \) is a versatile attribute, then the subqueries for relations \( A, B \) and \( C \) are as follows:

- \( A : \sigma_{p(a)}(A) \).
- \( B : \left\{ \begin{array}{ll}
\pi_{\text{Com} \cap \text{Sch}(B)}(B) & \text{if } \theta \in \{>, <, \geq, \leq, =\} \\
\pi_{\text{Com} \cap (\text{Dom}(a) - S) \cap \text{Sch}(B)}(B) & \text{if } \theta \in \{\neq\}
\end{array} \right. \\
\text{where:}
(a) \text{Com} \text{ is the set of common attributes of } R \text{ and } B \text{ and}
(b) S \text{ is the set of the domain elements of } a \text{ that satisfy } P(a). \text{ That is } S = \pi_a(\sigma_{p(a)}(A))
\text{ and can be obtained in the global site after receiving the result of the subquery posed on } A.
- \( C : \text{For each relation with relation name } C_i \in \pi_a[\sigma_{p(a)}(A)], \text{ pose the subquery } \sigma_{\text{true}}(C_i). \)

Example 4.1. Consider the global selection \( \sigma_{\text{city}=\text{Tokyo}}(A\_B\_C) \) posed on the global relation \( A\_B\_C \) in Fig. 8. Then, the subqueries for \( A, B \) and \( C \) are:
- \( A : \sigma_{\text{city}=\text{Tokyo}}(A) \),
- \( B : \pi_{\text{date}, \text{Tokyo}}(B) \),
- \( C : \sigma_{\text{true}}(\text{Tokyo}) \).

2) The involved attribute is a description attribute. For a global selection \( \sigma_{p(a)}(R), P \equiv a\theta d, \) if \( a \) is a description attribute, then the subqueries for \( A, B \) and \( C \) are:

- \( A : \sigma_{p(a)}(A) \).
- \( B : \text{If } \text{Dom}(a) \cap \text{Sch}(B) = \{x_1, x_2, \ldots, x_t\}, \text{ then pose } \pi_{\text{Com} \cap x_1 \cap x_2 \cap \ldots \cap x_t}[\sigma_{\text{Dom}(a) \cap \text{Sch}(B)}(B)], \text{ where}
\text{Com} \text{ is the set of common attributes of } R \text{ and } B.
- \( C : \text{For each relation with relation name } C_i \in \text{Dom}(a) \text{ and } C_i \text{ satisfies } P(a), \text{ pose the subquery } \sigma_{p(a)}(C_i). \)

Example 4.2. Consider the global selection \( \sigma_{\text{index}>10000}(A\_B\_C) \) posed on the global relation \( A\_B\_C \) in Fig. 8. Then, the subqueries for \( A, B \) and \( C \) are:
- \( A : \sigma_{\text{index}>10000}(A) \),
- \( B : \pi_{\text{date}, \text{Tokyo}, \text{HongKong}, \text{Taipei}, \text{NewYork}}[\sigma_{\text{Tokyo}>10000 \lor \text{HongKong}>10000 \lor \text{Taipei}>10000 \lor \text{NewYork}>10000}(B)]
- \( C : \sigma_{\text{index}>10000}(\text{Tokyo}), \sigma_{\text{index}>10000}(\text{HongKong}), \text{ and } \sigma_{\text{index}>10000}(\text{Taipei}). \)

3) The involved attribute is a non-versatile attribute. In such circumstances, there may be no corresponding attributes in a local site (since the involved attribute is derived from other sites). The global site should detect such problems and send no subqueries to such local sites. However, if this problem does not occur, then the subqueries for \( A, B \) and \( C \) are:
• A: $\sigma_{\pi(a)}(A)$,
• B: $\sigma_{\pi(a)}(B)$,
• C: $\sigma_{\pi(a)}(C_i)$, for each relation $C_i$.

4.2. Query decomposition for projection

We consider projection operations involving a single attribute only. The decomposition also depends on the type of the involved attribute.

1) The involved attribute is a versatile attribute. In such cases, the system catalogs in B’s and C’s sites should be employed. We assume that in a local site, the system catalog contains the following tables:

- **Systables.** This table stores related information about all user relations, including a relation’s name, its owner, and its attribute count.
- **Syscolumns.** This contains relative information about all attributes, including an attribute’s name, the corresponding relation name, and the data type. Suppose in Example 2.1 the system catalog in Site 2 contains the following information.

<table>
<thead>
<tr>
<th>Systables</th>
</tr>
</thead>
<tbody>
<tr>
<td>Name</td>
</tr>
<tr>
<td>--------</td>
</tr>
<tr>
<td>B</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Syscolumns</th>
</tr>
</thead>
<tbody>
<tr>
<td>Name</td>
</tr>
<tr>
<td>------------</td>
</tr>
<tr>
<td>Date</td>
</tr>
<tr>
<td>Tokyo</td>
</tr>
<tr>
<td>HongKong</td>
</tr>
<tr>
<td>Taipei</td>
</tr>
<tr>
<td>NewYork</td>
</tr>
</tbody>
</table>

Then, for a global projection $\pi_a(R)$, where $a$ is a versatile attribute, the subqueries for relations A, B and C are as follows:

- A: $\pi_a(A)$,
- B: $\pi_{name}[\sigma_{relation_name='B'}(Syscolumns)]$,
- C: $\pi_{name}(Systables)$.

2) The attribute is a description attribute. For a global projection, $\pi_a(R)$, where $a$ is a description attribute, then the subqueries for relations A, B and C are as follows:

- A: $\pi_a(A)$,
- B: $\pi_{x_1,x_2,...,x_l}(B)$ if $\text{Dom}(a) \cap \text{Sch}(B) = \{x_1, x_2, \ldots, x_l\}$,
- C: $\pi_{a}(C_i)$, for all $C_i$.

Example 4.3. For the projection $\pi_{index}(A\_B\_C)$, the subqueries for A, B and C are:

- A: $\pi_{index}(A)$,
- B: $\pi_{Tokyo, HongKong, Taipei, NewYork}(B)$,
- C: $\pi_{index}(Tokyo)$, $\pi_{index}(HongKong)$ and $\pi_{index}(Taipei)$. 
(3) The involved attribute is a non-versatile attribute. In such circumstances, there may be no corresponding attributes in a local site. The global site should detect such problems and send no subqueries to such local sites. However, if this problem does not occur, then the subqueries for A, B and C are:

- *A*: $\pi_{p(a)}(A)$,
- *B*: $\pi_{p(a)}(B)$,
- *C*: $\pi_{p(a)}(C_i)$, for each relation $C_i$.

**Example 4.4.** For the projection $\pi_{\text{quantity}}(A\_B\_C)$, the subqueries for A, B and C are:

- *A*: No corresponding subquery,
- *B*: No corresponding subquery,
- *C*: $\pi_{\text{quantity}}$(Tokyo), $\pi_{\text{quantity}}$(HongKong), $\pi_{\text{quantity}}$(Taipei).

### 4.3. Query decomposition for join

We restrict the join predicate $P$ to involve a single attribute, say $a$, only. That is, a join in the following can be specified as $R \bowtie p(a) S$, $P(a) = a \theta d$, $\theta \in \{>, <, \geq, \leq, \neq, =\}$. The decomposition depends on whether the involved attribute is a versatile, a description, or a non-versatile one.

1. **The involved attribute is a versatile attribute.** For a global join $R \bowtie p(a) S$, if $a$ is a versatile attribute, then the subqueries for relations A, B and C are as follows:

   - *A*: $R_A \bowtie p(a) S_A$, where $R_A$ and $S_A$ are the participants for constructing the global relations $R$ and $S$, respectively.
   - *B*: $\sigma_{\text{true}}(R_B)$ and $\sigma_{\text{true}}(S_B)$, where $R_B$ and $S_B$ are the participants for constructing the global relations $R$ and $S$, respectively.
   - *C*: $\sigma_{\text{true}}(R_{C_i})$ and $\sigma_{\text{true}}(S_{C_i})$, for all $R_{C_i}$ and $S_{C_i}$ participating in constructing the global relations $R$ and $S$, respectively.

   Notice that, for Sites B and C, we have no corresponding join operation, since the involved attribute value is an attribute name in Site B and a relation name in Site C. Therefore, we transfer the whole relations participating in constructing the corresponding global relation from Sites B and C. These local relations will be respectively transformed and integrated into the corresponding global relation and then two global relations $R$ and $S$ are joined by predicate $P(a)$ to obtain the query answer. (Recall the five steps described in Section 4.)

2. **The involved attribute is a description attribute.** For a global join $R \bowtie p(a) S$, if $a$ is a description attribute, then the subqueries for A, B and C are:

   - *A*: $R_A \bowtie p(a) S_A$, where $R_A$ and $S_A$ are the participants for constructing the global relations $R$ and $S$, respectively.
   - *B*: $\sigma_{\text{true}}(R_B)$ and $\sigma_{\text{true}}(S_B)$, where $R_B$ and $S_B$ are the participants for constructing the global relations $R$ and $S$, respectively.
   - *C*: $R_{C_i} \bowtie p(a) S_{C_i}$, for all $R_{C_i}$ and $S_{C_i}$ participating in constructing the global relations $R$ and $S$, respectively.

3. **The involved attribute is a non-versatile attribute.** In such circumstances, there may be no corresponding attributes in a local site. The global site should detect such problems and send no subqueries to such local sites. However, if this problem does not occur, then the subqueries for A, B and C are:
A : \( R_A \bowtie_{P(a)} S_A \), where \( R_A \) and \( S_A \) are the participants for constructing the global relations \( R \) and \( S \), respectively.

B : \( R_B \bowtie_{P(a)} S_B \), where \( R_B \) and \( S_B \) are the participants for constructing the global relations \( R \) and \( S \), respectively.

\( C \bowtie_{P(a)} S_C \), for all \( R_{C_i} \) and \( S_{C_i} \) participating in constructing the global relations \( R \) and \( S \), respectively.

5. Discussion and future work

The development of a heterogeneous database system requires the integration of data described by different schemas from multiple autonomous sources. This problem is further complicated if data are stored in heterogeneous databases with conflicting schema structures.

It has been pointed out in [20] that a multidatabase query language that supports users to pose queries on relations with conflicting schema structures is a second order logic. Our work provides another approach that integrates relations with conflicting schema structures. We propose to use metadata for resolving the semantic conflicts among autonomous systems. The metadata are prepared by each local database administrator and are reconciled by the global database administrator. We propose three integration procedures to integrate different types of structural conflict. By consulting the metadata, our approach transforms semantically related data and schemas (including attribute names and relation names) to a unified schema according to the type of structural conflict.

After integrating local schemas into a global one, users can pose queries on the global schema. However, the data of the integrated schema should be derived from each local site. Therefore, we also present the query decomposition rules for restricted selection, projection, and join operations to do global query optimization. We are currently studying more query decomposition rules for a general algebraic query operation.
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