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SUMMARY
This paper presents a classification and retrieval technique for object-oriented specification reuse, based on the assumption that existing specifications exhibiting behaviors similar to that of the system under development are appropriate for reuse. Existing specifications are classified and retrieved according to the semantic networks abstracted from their behaviors. Since semantic networks attach semantic meanings to certain degrees of detail, our technique is rather precise. Primary behavior is used to classify specifications because it can be obtained in the early phases of system analysis. Therefore, our technique allows early reuse. Moreover, subspecifications and classes of existing specifications are classified independently so that they can be retrieved for reuse separately. Thus, our technique encourages reusing subspecifications as well as classes. Since a subspecification is composed of classes and their relationships, reusing it corresponds to reusing all those classes and relationships. A technique that reuses subspecifications as well as classes is thus expected to save more time than those that reuse only classes.
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INTRODUCTION
Many software engineers agree that software reuse greatly improves software productivity and quality.1–3 Software reuse is majorly based on these two approaches: generation and composition.4 The latter is used in this paper, which composes existing software components to form new software systems.5–8

Many techniques for reusing program code have been developed.5–12 To use these techniques, system specifications and designs must be available before program code can be reused. Thus, although implementation times are reduced, system analysis and design times are not. To enhance the power of software reuse, some researchers have developed techniques for reuse of designs13–18 or specifications.19–22 Techniques for reusing specifications, for reusing designs, and for reusing program code can be integrated to support a reuse-based software development paradigm that can dramatically reduce software development time.

* Professor Chen is responsible for all communications.
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Software reusability can be enhanced by the object-oriented (OO) approach because it has these merits: information hiding, modularity, abstraction, inheritance, and so on. Reusability is thus one of the most important promises of the OO approach. Considerable OO software reuse techniques have been developed. However, few successful techniques for reusing OO specifications are available, which prompted us to design an OO specification reuse technique. This paper presents a classification and retrieval technique for OO specification reuse.

Software components can be classified and retrieved according to keywords, facets, attributes, lexical affinities, features, or semantic networks. Among them, the keyword approach is the simplest to implement and the semantic network approach is the most precise. Our technique is based on the semantic network approach, because specifications are semantically rich. Moreover, we combine this approach with the keyword approach for simplification purposes. In other words, a semantic network that classifies a specification is composed of keywords linked by various relationships.

**PROCESS AND ISSUES OF OO SPECIFICATION REUSE**

Basic considerations for our OO specification reuse technique are as follows:

1. Specifications that behave similarly are considered candidates for reuse. A specification primarily specifies functions and data. Specifications with functions similar to those of the system under development are reusable. If the reused specification and the system under development have different data, data of the reused specification should be changed. Since the execution of functions exhibits behavior, specifications that behave similarly may have similar functions and hence may be reusable.

2. Classes as well as subspecifications, or even entire specifications, may be reused. Techniques that reuse only classes compose classes to form subsystems and then compose subsystems to form a system. To reduce reuse time, our technique reuses subspecifications and even entire specifications, in addition to classes. This reuse saves class composition time, because a specification or subspecification is composed of several classes and class relationships. (To enhance readability, in the remainder of this paper, a subspecification refers to either a subspecification or a complete specification.)

Before reuse, existing specifications must be classified and stored in a repository. They should be classified according to their behaviors so that those behave similarly to the system under development can easily be retrieved for reuse. To develop a system specification by reusing existing specifications, an analyst follows the OO specification reuse process below:

1. The analyst creates a query based on the behavior of the system under development. Since the analyst may not know the system's detailed behavior in this early phase of system analysis, the query should describe the system's primary behavior exhibited when its primary functions are executed.

2. A reuse support tool retrieves candidate reusable subspecifications that are existing subspecifications with behaviors similar to that specified in the query.

3. The analyst examines the retrieved candidates and may select some for reuse. Those selected may need modification. After the reuse, subsystems of the system...
under development whose behaviors are not primary may still be unspecified. The analyst should follow the above steps to deal with those subsystems.

4. If no candidates are retrieved in step (2) or none are selected for reuse, the analyst must decompose the system under development into subsystems and then follow the above steps to specify each subsystem. The rationale here is that subsystems whose behaviors are not primary may be able to reuse existing subspecifications.

5. The analyst specifies easy unspecified subsystems from scratch. Existing classes can be reused here if the analyst creates a query based on the intended class’s object behavior and performs retrieval as described above. The retrieved classes should have object behaviors similar to that specified in the query, and are called candidate reusable classes.

6. The analyst composes the specified subsystem specifications and classes to form a complete specification.

According to the process outlined above, major issues for an OO specification reuse technique are: classification and retrieval of specifications, storage of specifications, examination of specifications, and modification and composition of specifications. This paper presents a technique for classification and retrieval of specifications.

CLASSIFICATION

Subspecifications and classes of existing specifications are independently classified so that they can be retrieved separately for reuse. Our technique does not physically put classified subspecifications or classes together. Instead, each subspecification or class is associated with a semantic network for classification purposes. This classification technique is thus a representation technique.35

Classification of classes

A class is classified by its object behavior, which can be represented by a state transition diagram.23 An object changes states when one or more of its services (operations) are executed. Thus, executing a class’s services demonstrates its object behavior. Class services can thus be used to represent class object behaviors.

A class service performs a primary operation on one or more attributes. The primary operation and attributes, which form a service semantic network, can be used to represent the service. For example, the service ‘Borrow’ of the class ‘Book’ performs the primary operation ‘Borrow’ on the attributes ‘Identifier’ and ‘Status’. That service can be represented by the first service semantic network shown in Figure 1(a), in which the upper node denotes the service’s primary operation, the lower nodes denote the attributes, and the links between them are ‘Operate_on’ relationships.

Since a class’s services can be used to represent its object behavior, a class can be classified according to its services. Service semantic networks of a class’s services can thus be combined to form a class semantic network for classifying the class. For example, the service semantic networks for the services of the class ‘Book’ (see Figure 1(a)) can be combined to form the class semantic network for that class (see Figure 1(b)). In a class semantic network, each node is represented by a keyword. Each keyword can have aliases to improve retrieval recall.36 In a repository, the class semantic network as shown in Figure 1(b) is represented by the language description as shown in
Figure 1. Service semantic network and class semantic network: (a) service semantic networks for the services of the class ‘Book’; (b) notation for class semantic network of the class ‘Book’; (c) language description for class semantic network in (b)

Figure 1(c). Thus, Figures 1(b) and 1(c) are considered to be interchangeable in this paper.

Classification of subspecifications

A subspecification is classified by the behavior exhibited when its functions are executed. According to the reuse process outlined above, subspecifications are usually retrieved for reuse in the early phases of system analysis, where a query describes the primary behavior of the system under development. To facilitate retrieval, subspecifications should be classified according to the primary behaviors exhibited when their primary functions are executed.

Executing a primary function triggers objects to accomplish the function. Since an object is triggered by invoking its class service, a subspecification’s primary functions are accomplished by invoking some of its classes for service. These classes are primary classes that can be used to classify the subspecification. A primary class has several services that represent its object behavior. Invocation relationships exist among the primary classes that link their object behaviors to form a joint behavior for representing the subspecification’s primary behavior. A subspecification can thus be classified by its primary classes, the services of those primary classes, and the invocation relationships among the primary classes. They form a subspecification semantic network as shown in Figure 2(a), where each node is represented by a keyword. In a repository, the network in Figure 2(a) is represented by the language description in Figure 2(b). Thus, Figures 2(a) and 2(b) are considered to be interchangeable in this paper.

A classification example

A simplified library system specification represented in Coad’s model[37] is used as a classification example here. Its functional requirements are described briefly below.
A library system should manage book and borrower status. Books can be borrowed by borrowers. Borrowed books can be returned. Books can be reserved. When a borrower borrows books, the amount he or she has borrowed should be increased by the number just borrowed. That amount should be decreased when the borrower returns books. New books can be added to the library, and obsolete books can be discarded.

A borrower’s borrowing right can be suspended. A suspended right can be resumed. New borrowers can be added and current borrowers can be removed.

This system’s specification is outlined in Figure 3, where two classes, ‘Book’ and
'Borrower', are specified. An instance connection relationship between them connects a borrower and the books he or she borrows. Moreover, there is a message connection relationship between the two classes, because the services 'Borrow' and 'Return' of the class 'Book' invoke, respectively, the services 'Increase_borrowed_amount' and 'Decrease_borrowed_amount' of the class 'Borrower'.

Figure 4 shows the class semantic networks for the two classes. To classify the subspecifications, the specification is partitioned into these two subspecifications: 'Book management' and 'Borrower management'. Figure 5 shows the subspecification semantic networks for the specification and its subspecifications. For example, Figure 5(a) shows the semantic network for the subspecification 'Book management'.
Primary classes {
  Tool:
      Create, Remove, Borrow, Return, Sell;
  Borrower:
      Increase_borrowed_amount, Decrease_borrowed_amount;
}
Invocation relationships {
  (Tool, Borrower);
}

Figure 6. Subsystem query for the subsystem ‘Tool management’

whose primary functions are ‘Borrow books’, ‘Return books’, and so on. These primary functions are accomplished by invoking services of the classes ‘Book’ and ‘Borrower’, which are the primary classes of the subspecification. Since services of the class ‘Book’ invoke services of the class ‘Borrower’, there is an invocation relationship between the two primary classes.

RETRIEVAL

In retrieval, a query is created first. A query for retrieving candidate reusable subspecifications is a subsystem query, whereas that for retrieving candidate reusable classes is a class query. A subsystem query is to be compared with subspecification semantic networks in Figure 2(b). The format for this query should thus be the same as that shown in the Figure. For example, Figure 6 shows a subsystem query for the subsystem ‘Tool management’. The format for a class query should be the same as the class semantic network in Figure 1(c). For example, Figure 7 shows a class query for the class ‘Tool’ in a toolroom.

A query is compared with subspecification semantic networks (or class semantic networks) in retrieval. The comparison results are used to compute similarities between the query and semantic networks. Such similarities are called behavioral similarities because both the query and the semantic networks describe behaviors. The greater the behavioral similarities are, the more reusable the subspecifications may be.

Behavioral similarity between a subsystem query and a subspecification semantic network

Matching classes and matching invocation relationships between a subsystem query and a subspecification semantic network are obtained by comparing the query with the network. A pair of matching classes consist of a class in the query and a class in the semantic network that have similar object behaviors. Since a class’s object behavior is

Figure 7. Class query for the class ‘Tool’
represented by its services here, classes that possess services with the same names are considered matched. For example, the class 'Tool' in Figure 6 and the class 'Book' in Figure 5(a) are matched. A pair of matching invocation relationships consists of an invocation relationship in the query and that in the semantic network whose invoking classes are a pair of matching classes and whose invoked classes are also paired.

The comparison results can be represented by a Venn diagram, as shown in Figure 8. In the Figure, $Q$ and $S$ denote the set of classes and invocation relationships in the query, and that in the semantic network, respectively. $M$ denotes the set of matching classes and invocation relationships that indicates the degree of similarity between the subspecification and the subsystem. $UQ$ and $US$ denote the sets of unmatched classes and invocation relationships that indicate the degree of dissimilarity. The more elements there are in the set $M$, the more reusable the subspecification may be. Conversely, the more elements there are in the sets $UQ$ and $US$, the less reusable the subspecification may be. The behavioral similarity ($S_{sub}$) between a subsystem query and a subspecification semantic network can thus be roughly defined as a Jaccard's coefficient shown below.

$$S_{sub} = \frac{|Q \cap S|}{|Q \cup S|}$$  \hspace{1cm} (1)

To obtain a more precise behavioral similarity between a query and a subspecification semantic network, the comparison results from primary classes and those from invocation relationships should be weighted differently, because classes and invocation relationships have different effects on system behavior. Accordingly, equation (1) is adjusted as follows:

$$S_{sub} = W_c \frac{|Qc \cap Sc|}{|Qc \cup Sc|} + W_r \frac{|Qr \cap Sr|}{|Qr \cup Sr|}$$  \hspace{1cm} (2)

In equation (2), $Qc$ and $Sc$ denote the set of primary classes specified in the query, and that specified in the semantic network, respectively. $Qr$ and $Sr$ denote the set of invocation relationships specified in the query, and that specified in the semantic network, respectively. $W_c$ and $W_r$ denote the weight of primary classes and that of invocation relationships, respectively. $S_{sc_i}$ denotes the similarity between the $i$th pair of matching classes.

Figure 8. Venn diagram that illustrates comparison results
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\[
\frac{|Q \cap S_r|}{|Q \cup S_r|}
\]

and

\[
\sum_{i=1}^{n} S_{Sc_i} \quad \frac{|Q \cap S_c|}{|Q \cup S_c|}
\]

denote the Jaccard's coefficient for the invocation relationship comparison result and that for the class comparison result, respectively, where the latter's numerator is adjusted according to the similarities of matching classes. The similarity of each pair of matching classes is considered in equation (2) because the object behaviors of matching classes may be somewhat different. The similarity \((SSc)\) between a pair of matching classes is defined below:

\[
SSc = \frac{|S1 \cap S2|}{|S1 \cup S2|}
\]  

(3)

where \(S1\) and \(S2\) denote the sets of services in the two classes, respectively.

Applying equations (2) and (3) to the query shown in Figure 6 and the semantic network shown in Figure 5(a) results in Table I.

<table>
<thead>
<tr>
<th>Matching classes</th>
<th>Similarities of the matching classes</th>
<th>Matching invocation relationships</th>
<th>Behavioral similarity between the query and the semantic network</th>
</tr>
</thead>
<tbody>
<tr>
<td>Tool and Book</td>
<td>2/3</td>
<td>Tool (\rightarrow) Borrower and</td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td>Book (\rightarrow) Borrower</td>
<td>(W_c \times 5/6 + W_r)</td>
</tr>
<tr>
<td>Borrower and</td>
<td>1</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Borrower</td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

*Note: \(W_c\) denotes the weight of classes. \(W_r\) denotes the weight of invocation relationships. \(A \rightarrow B\) denotes the invocation relationship from class \(A\) to class \(B\).*

**Behavioral similarity between a class query and a class semantic network**

*Matching services* between a class query and a class semantic network are obtained by comparing the query with the network. A pair of matching services consist of a service in the query and a service in the semantic network that have similar detailed operations. Since a service's primary operation is an abstraction of its detailed operations, services that have the same primary operation are considered matched. Based on the considerations employed in deriving equation (1), the behavioral similarity \((Scls)\) between a class query and a class semantic network is defined below:
where $Q_s$ and $S_s$ denote the set of class services specified in the class query and that in the class semantic network, respectively, and $S_{ser_i}$ denotes the similarity between the $i$th pair of matching services. Similarities of matching services are considered because they may have different detailed operations. Such a similarity ($S_{ser}$) is defined below:

$$S_{ser} = W_{op} + W_{att} \times S_{att}$$

(5)

where $W_{op}$ and $W_{att}$ denote the weights of primary operations and attributes, respectively. $W_{att}$ is adjusted according to $S_{att}$, which is a number that indicates the similarity between the matching services’ attributes. $S_{att}$ is defined below:

$$S_{att} = \frac{|A_1 \cap A_2|}{|A_1 \cup A_2|}$$

(6)

where $A_1$ and $A_2$ denote the sets of attributes in the two services, respectively.

Applying equations (4), (5), and (6) to the class query shown in Figure 7 and the class semantic network shown in Figure 4(a) results in Table II.

**ENVIRONMENT SUPPORT**

A prototype environment that supports the proposed technique has been implemented on an IBM PC. It is composed of a repository and the following tools: a specification editor, a specification classifier, a specification retriever, and a specification browser.

1. Specification editor. The editor is used to edit specifications that will be classified

<table>
<thead>
<tr>
<th>Matching services</th>
<th>$S_{att}$ of the matching services</th>
<th>Similarities of the matching services</th>
<th>Behavioral similarity between the query and the semantic network</th>
</tr>
</thead>
<tbody>
<tr>
<td>Create and Create</td>
<td>$\frac{1}{6}$</td>
<td>$W_{op} + W_{att}/6$</td>
<td>$(W_{op} \times 4 + W_{att} \times 5/6)/6$</td>
</tr>
<tr>
<td>Remove and Remove</td>
<td>0</td>
<td>$W_{op}$</td>
<td></td>
</tr>
<tr>
<td>Borrow and Borrow</td>
<td>$\frac{1}{3}$</td>
<td>$W_{op} + W_{att}/3$</td>
<td>$(Note: If W_{op} and W_{att} are 0.5, the similarity is about 0.40.)$</td>
</tr>
<tr>
<td>Return and Return</td>
<td>$\frac{1}{3}$</td>
<td>$W_{op} + W_{att}/3$</td>
<td></td>
</tr>
</tbody>
</table>

*Note: $S_{att}$ denotes the similarity of attributes between matching services. $W_{op}$ denotes the weight of primary operations. $W_{att}$ denotes the weight of attributes*
and stored in the repository for reuse. Figure 9 shows the window for this editor, where the classes ‘Book’ and ‘Borrower’ in a library system specification are being edited.

2. **Specification classifier.** This tool is used to edit semantic networks for subspecifications and classes. Figure 10 shows the window for editing subspecification semantic networks where a semantic network that consists of two primary classes, ‘Book’ and ‘Borrower’, and their invocation relationship is being edited. The window for editing class semantic networks is similar to that shown in Figure 10.

3. **Repository.** The repository stores specifications and their semantic networks. It is indexed by keywords to facilitate specification retrieval. Figure 11 shows the structure of the repository. Three keyword indices are in the repository: one for class service names, another for service primary operations, and the other for attributes. During retrieval, keywords in the query are used to search the indices. Semantic networks that have the same keywords as those in the query are then obtained using index pointers. Finally, candidate reusable classes or subspecifications are retrieved using semantic network pointers.

4. **Specification retriever.** This tool is used to edit queries, retrieve candidate reusable classes or subspecifications, and display the retrieved candidates. Figure 12 shows the window for editing subsystem queries. A query consisting of two primary classes, ‘Tool’ and ‘Borrower’, and their invocation relationship, is being edited. The edited query is then used to retrieve candidate reusable subspecifications. Figure 13 shows the window that displays retrieved candidates. Each candidate is associated with its behavioral similarity. The window for creating class

![Figure 9. Window for specification editor](image-url)
Primary classes
Book:
   Create, Remove, Borrow, Return, Reserve;
Borrower:
   Increase_borrowed_amount, Decrease_borrowed_amount;
}
Invocation relationships {
   (Book, Borrower);
}

Figure 10. Window for classifying subspecifications

queries and that for displaying candidate reusable classes are similar to those shown in Figures 12 and 13, respectively.

5. Specification browser. This tool is used to browse through detailed specifications of the retrieved candidates. Figure 14 shows the specification browser window. A subspecification is outlined in the upper part of the window. Classes in the subspecification are listed in the lower right-hand corner. And the detailed specification of the selected class is displayed in the lower left-hand corner of the window.

EVALUATION

Our classification and retrieval technique is primarily for improving specification productivity in specification reuse. This improvement can be evaluated according to the following criteria:

1. Large-scale reuse. Reusing a large software component may save more time than reusing several smaller ones. Thus, large-scale reuse can save system analysis time.
2. Early reuse. System analysis is time-consuming. To reduce system analysis time, specification reuse should be done as early as possible.
3. Specification retrieval precision and recall. Specification retrieval should be precise. Otherwise, an analyst may spend much time to understand the retrieved subspecifications or classes that are not reusable. Moreover, retrieval recall should
be high. Otherwise, an analyst may specify a specification from scratch, instead of reusing existing subspecifications or classes.

4. Specification retrieval efficiency. Retrieving candidate reusable specifications should be efficient. Otherwise, an analyst may spend much time waiting for retrievals.

5. Reusable specification selection. Guidance should be available to facilitate selection of appropriate candidate reusable specifications, because many candidates may be retrieved.

We will evaluate our technique according to the five criteria depicted above through experimentation. We will also evaluate reuse efficiency, which measures the reduction of system analysis time. For comparison purposes, four groups of experimenters will be involved. The first group will develop specifications from scratch. The second group
Primary classes {
  Tool:
    Create, Remove, Borrow, Return, Sell;
  Borrower:
    Increase_borrowed_amount, Decrease_borrowed_amount;
}
Invocation relationships {
  (Tool, Borrower);
}

Figure 12. Window for editing subsystem query

Figure 13. Window for displaying candidate reusable subspecifications
will apply a technique that reuses only classes in developing specifications. The third and fourth groups will apply techniques that reuse subspecifications as well as classes. They will apply, respectively, the well-known facet-based technique and our technique for specification classification and retrieval.

Before experimentation, several system specifications for a selected domain (e.g. management information systems) will first be developed. They will then be classified and stored in a repository.

Three experiments will be conducted to obtain the averaged performances of the assigned techniques under different situations. In the first experiment, the experimenters will develop specifications in the same domain as that of the existing specifications. In the second experiment, specifications to be developed are in a domain related to that of the existing specifications. In the third experiment, specifications to be developed are in an unrelated domain. The following data will be collected in the experiments:

1. **The number of classes in each reused subspecification.** This number will show the size of the reused specification. The larger the number is, the larger scale the reuse is.
2. **The time when the experimenters start to reuse existing specifications.** This data will be used to evaluate whether the assigned techniques encourage early reuse.
3. **The time needed to complete each specification retrieval.** This data will be used to evaluate retrieval efficiency.
4. **The number of candidate reusable subspecifications in each retrieval (Nc), and**
the number of candidates with behaviors similar to that of the system under development (Nr). These values will be used to evaluate retrieval precision and recall. The number \( \text{Nr}/\text{Nc} \) will indicate retrieval precision. The number \( \text{Nr}/\text{Nt} \) will indicate retrieval recall, where \( \text{Nt} \) is the number of subspecifications in the repository that have behaviors similar to that of the system under development.

5. The behavioral similarity of each retrieved candidate. This data will be used to evaluate whether behavioral similarities are good guides for selecting appropriate candidate reusable subspecifications. If the retrieved candidates with higher behavioral similarity values are more reusable, behavior similarities are good guides for the selection.

6. The total time needed to develop each specification. This data will be used to evaluate reuse efficiency.

The data collected from the three experiments will be averaged. The averaged values will show the performances of the techniques used in the experiments. We hope that our technique will out-perform the others.

To conduct the above experiments, a complete specification reuse support environment must be set up. In addition, the experiments are expected to take a long time. Therefore, the experimental results are not currently available. Nevertheless, an informal evaluation of our technique according to the above five criteria was carried out and the following results were obtained:

1. Our technique classifies subspecifications and classes independently so that they can be retrieved separately. It thus supports reusing subspecifications as well as classes, and thus encourages large-scale reuse.

2. Our technique classifies subspecifications according to their primary behaviors. Candidate reusable subspecifications can thus be retrieved according to the primary behavior of the system under development, which is available in the early phases of system analysis. Our technique thus encourages early reuse.

3. Our technique classifies and retrieves specifications based on their behaviors as represented by semantic networks. Since specifications that behave similarly are considered candidates for reuse, a behavior-based technique can improve retrieval precision. Moreover, since semantic networks attach semantic meanings to certain degrees of detail, the semantic network approach is rather precise. Accordingly, specification retrieval using our technique is expected to be precise.

   To increase retrieval recall, each keyword in semantic networks can have several aliases. Increasing recall, however, may decrease precision. This problem can be solved by examining the retrievals.

4. Specification retrieval using the semantic network approach is indeed inefficient. This inefficiency is thus a weakness of our technique. However, our technique improves retrieval efficiency by combining the semantic network approach with the keyword approach. Moreover, keyword indices are stored in the repository to further facilitate retrieval.

5. The reusability of existing specifications can be determined by their behavioral similarities to the query. Our technique quantifies such similarities into numeric values. The larger the values are, the more reusable the specifications may be. Behavioral similarities can thus be used as a guide to select appropriate candidates for reuse.
This paper presents a specification classification and retrieval technique based on the semantic network approach. Since semantic networks attach semantic meanings to certain degrees of detail, our technique seems to be rather precise. It classifies and retrieves specifications according to their primary behaviors, which are available in the early phases of system analysis. It thus allows early reuse. Moreover, our technique reuses subspecifications as well as classes; thus it reduces the time needed to compose classes. Based on its early reuse ability and reduction of class composition time, our technique is expected to improve reuse efficiency.

Currently, only a prototype environment has been developed for the proposed technique. In the future, we are going to complete the following work so that specification reuse can be further facilitated:

1. **Design an executable specification language to facilitate specification understanding.** Candidate reusable subspecifications and classes must be understood before they can be reused. A good approach to gaining this understanding is to execute the candidates. An executable specification language is thus needed.

2. **Enhance the specification editor function to facilitate specification modification and composition.** Modification is necessary when the reuse subspecifications do not exactly fit the system under development. Moreover, a specification may be composed of several reused subspecifications and classes. The specification editor should thus facilitate specification modification and composition.

3. **Construct a complete specification reuse support environment.** We hope to evaluate our reuse technique by means of practical experiments, and adjust it according to the experimental results. A complete reuse support environment is therefore necessary.
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